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Abstract—Existing techniques allocate a bug fixing team using only previous fixed bug reports. Therefore, these techniques may lead to inactive team member allocation as well as fail to include new developers in the suggested list. A Team Allocation approach for ensuring bug assignment to both Existing and New developers (TAEN) is proposed, which uses expertise and recent activities of developers. TAEN first applies Latent Dirichlet Allocation on previous bug reports to determine the possible bug types. For new developers, TAEN identifies their preferred bug type, and adds them to the list of other developers, grouped under the identified bug types. Upon the arrival of a new bug report, TAEN determines its type and extracts the corresponding group of developers. A heterogeneous network is constructed using previous reports to find the collaborations among the extracted developers. Next, for each developer, a TAEN score is computed combining the expertise and recency of their collaborations. Finally, based on the incoming report’s severity, a team of \( N \) members is allocated using the assigned TAEN score and current workloads. A case study conducted on Eclipse Java Development Tools (JDT), shows that TAEN outperforms K-nearest-neighbor Search And heterogeneous Proximity based approach (KSAP) by improving the team allocation recall from 52.88 up to 68.51, and showing the first correct developer on average at position 1.98 in the suggested list. Besides, a lower standard deviation of workloads, 30.05 rather than 46.33 indicates balanced workload distribution by TAEN.
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I. INTRODUCTION

With the increasing size of software systems, bug assignment has become a crucial task for software quality assurance. For example studies reveal that, near the release dates, about 200 bugs were reported daily for Eclipse [1]. As developers generally work in parallel, this turns bug resolution into a collaborative task as well. It is reported that Eclipse bug reports involve on average a team of 10 developers contributions. However, due to large number of bug reports, manually identifying developer collaboration is error-prone and time-consuming. Besides, industrial projects have reported the need for collaborative task assignments to utilize both existing and new developers [2]. It is common that new developers join the company or project during software development. Random bug report assignment to new developers always results in unnecessary bug reassignments, and increases the time needed for the bug to be fixed. In this context, an automatic approach can facilitate bug assignment by allocating teams utilizing both existing and new developers.

In order to assign newly arrived bugs to appropriate developers, available information sources such as bug reports, source code and commit logs are analysed. Recent commits generally exhibit developer’s recent activities and previous bug report represent their expertise on fixing particular types of bugs. Team assignment is generally done by analysing previously fixed bug reports, which can help to recommend experienced developers. With the passage of time, developers may switch projects or company, therefore inactive members may be recommended. On the other hand, developers who joined recently, do not own any fixed bug reports or commits. So, the approaches which learn from these information sources, fail to assign tasks to new developers. Existing developers get overloaded with a queue of bug reports, whereas new developers are ignored in the allocation procedure. This leads not only to prolonged bug fixing time, but also to improper workload distribution.

Understanding the importance of bug assignment, various techniques have been proposed in the literature. BugFixer, a developer allocation method has been proposed by Hao et. al [3]. This method constructs a Developer-Component-Bug (DCB) network using past bug reports, and recommends developers over the network. This allocated list becomes less accurate with the joining of new developers. Baysal et al. have proposed a bug triaging technique using the user preference of fixing certain bugs [4]. The technique combines developer’s expertise and preference score for ultimate suggestion. However, this technique also considers only historical activities. Afrina et. al [5] have proposed an Expertise and Recency based Bug Assignment (ERBA) approach that considers both fixed reports and commit history for recommendation. This technique is applicable for single developer recommendation, and it cannot allocate tasks to new developers. A team assignment approach using K-nearest-neighbor Search And heterogeneous Proximity (KSAP) has been proposed by Zhang et al. [6]. It creates a heterogeneous network from the past bug reports, and assigns a team based on their collaboration over the network. The main limitation of this technique is that it over-prioritizes previous activities.

A Team Allocation technique for ensuring bug assignment to both Existing and New developers (TAEN), using expertise and recency of developers has been proposed. TAEN allocates a team in five steps. The Bug Solving Preference Elicitation step takes bug reports, and applies Latent Dirichlet Allocation (LDA) model on these reports to determine the possible types of bug reports. For new developers, TAEN first elicits their bug-solving preference by presenting them with main representative terms of each bug type, and groups them under the corresponding type. The New Bug Report Processing step
extracts the summary, description and severity of incoming reports, and determines their bug types to identify the potential fixer group. Next, the Developer Collaboration Extraction step generates a heterogeneous network using attributes (four types of nodes and eight types of edges) extracted from previous bug reports, and finds collaborations among the identified fixer group members over the network. The Expertise and Recency Combination step then assigns a TAEN score to each developer by combining the number and recency of their extracted collaboration. Finally, based on the severity of the incoming report, the Team Allocation step suggests a team of N developers using the TAEN score and current workloads. After each reported bug is fixed, this step also updates developers contribution status.

A case study on an open source project, Eclipse Java Development Tools (JDT) has been conducted for assessment of TAEN. To evaluate compatibility, TAEN has been compared with an existing technique, KSAP [6]. A total of 2500 fixed and 676 open bug reports have been taken under consideration [7]. A test set of 250 fixed and 30 open bug reports have been applied on both techniques. The results showed that TAEN improved the recall of the allocated team from 52.88 up to 68.51. A decrease in the average position of the first correct developer from 3.1 to 1.98 indicates the increased effectiveness of TAEN. Besides, a lower standard deviation (30.05 instead of 46.33) of developer workloads shows a more balanced task distribution by TAEN.

The remainder of the paper is organized as follows. Section II describes the existing efforts in the field of automated bug assignment. Section III presents the overall team allocation procedure of TAEN by discussing the detailed processing of each step. Section IV shows a case study on Eclipse JDT while applying TAEN. Lastly, Section V concludes the paper by summarizing its contribution and possible future directions.

II. RELATED WORK

Due to the increased importance of automatic bug assignment, a number of techniques have been proposed. A survey on various bug triaging techniques has been presented by Suwant et al. [8]. The survey divided bug triaging techniques into text categorization, reassignment, cost aware and source based techniques etc. Studies focusing on industrial needs of bug assignment have also been proposed in literature [2], [9]. Significant related works are outlined in this section.

Text categorization based techniques build a model that trains from past bug reports to predict the correct rank of developers [1], [3], [4], [10], [11]. Baysal et al. have enhanced these techniques by adding user preference in the recommendation process [4]. The framework performs its task using three components. The Expertise Recommendation component creates a ranked developer list using previous expertise profiles. The Preference Elicitation component collects and stores a rating score regarding the preference level of fixing certain bugs through a feedback process. Lastly, knowing the preference and expertise of each developer, the Task Allocation component assigns bug reports. The applicability of this technique depends on user ratings, which can be inconsistent. Besides, for recommendation the technique does not take new developers into account. As a result, imbalanced workload distribution among developers may occur.

Reassignment based techniques have also been developed by researchers [12], [13], [14]. The main focus of these techniques is to reduce the number of passes a bug report goes through due to incorrect assignment. In such techniques, a graph is constructed using previous bug reports. As mentioned above, consideration of these past activities fail to accommodate the new developers in final recommendation. A fine grained incremental learning and multi feature tossing graph based technique has been proposed by Bhattacharya et al [12]. It is an improvement over previous techniques because it considers multiple bug report features, such as product and component, when constructing the graph. Because it considers previous information, the technique results in search failure in case of new developers arrival.

CosTriage, a cost aware developer ranking algorithm has been developed by Park et al [15]. The technique converts bug triaging into an optimization problem of accuracy and cost, which adopts Content Boosted Collaborative Filtering (CBCF) for ranking developers. As the input to the system is only previous bug history, the technique contains no clue regarding new developers to assign tasks.

Source based bug assignment techniques have also been proposed. Matter et al have suggested DEVELECT, a vocabulary based expertise model for recommending developers [11]. The model parses the source code and version history to index a bag of words representing the vocabulary of source code contributors. For new bug reports, the model checks the report keywords against developer vocabularies using lexical similarities. The highest scored developers are taken as fixers. Another source based technique has been proposed in [16]. The technique first parses all the source code entities (such as name of class, attributes, methods and method parameters) and connects these entities with contributors to construct a corpus. In case of new bug reports, the keywords are searched in the index and given a weight based on frequent usage and time metadata. The main limitation of these techniques is, it suggests novice developers without considering their experience and preference. As these techniques require minimum one source commits, these also fail to include new developers in final suggestion.

Vaclav et al. have presented a study to compare the trend of bug assignment in the open source and industrial fields [2]. The study applies Chi-Square and t-test for evaluating the variability of those two fields dataset, and reports identical trends in terms of distribution. Most importantly, it concludes with some findings highlighting the need for balanced task assignment to individuals and team recommendation. Zhang et al. developed a team assignment technique called KSAP [6]. It initially constructs a heterogeneous network using existing bug reports. When a new bug report arrives, the technique applies cosine similarity between the document vectors of new and existing bug reports, and extracts the K nearest similar bug reports. Next, the commenters of these K similar bugs are taken as the candidate list. Finally, the technique computes a proximity score for each developer based on their collaboration on the network. The top scored Q number of developers are recommended as fixer team. Although this technique can meet the need of team recommendation, it fails to cover the
requirement of balanced task distribution due to ignoring new
developers in the assignment process.

Various techniques for automatic bug fixer suggestion have
been proposed in the literature. Most of the techniques learn
from previous fix or source history of software repositories.
Consideration of only one of these information sources leads
to inactive or inexperienced developer recommendation. Again,
both of the sources lack information regarding the newly joined
developers. As a result, all of these techniques fail to delegate
tasks to newly joined developers resulting in unequal workload
distribution.

III. METHODOLOGY

In order to allocate teams by ensuring task allocation to
both existing and new developers, a technique called TAEN is
proposed. Most of the existing techniques learn from previous
fixed reports for recommending expert developers. Due to igno-
ring recent activities, these approaches may suggest inactive
developers. Using only expertise information cannot satisfy
the required information provided by the source contributions.
Both information sources need to be considered to allocate
expert and recent group of developers. Therefore, an expert
and recent team allocator capable of allocating tasks to both
existing and new developers is required. TAEN allocates a
team in five steps which are described below.

A. Bug Solving Preference Elicitation of New Developers

As bug tracking and version control systems do not contain
any record regarding the activities of new developers, existing
approaches fail to recommend new developers. In this case,
bugs are assigned randomly to these developers regardless
of their abilities and preferences in solving the bugs, which
always results in reassignment and prolonged fixing time. This
step determines the bug solving preference of new developers
in two phases - Developer Group Creation and Preference
Elicitation.

1) Developer Group Creation: This phase groups devel-
opers based on the types of bugs they have worked on. In
this context, first, the possible types of bugs needs to be
determined. Therefore, this step takes bug reports as input
in Extensible Markup Language (XML) format. A bug report
generally contains a number of attributes such as id, status,
resolution, fixer, commenter, severity, summary, description,
activity history etc. For training and evaluation purpose, the
bug reports which have resolved and verified as status, and
fixed as resolution property are taken into consideration. Be-
sides, in order to determine developers current workloads, the
bug reports which have bug status either of new, reopened and
started are collected.

Next, the summary and description property of each report
are extracted and processed to represent its vocabulary. The
processing steps are discussed in Subsection III-C. For identi-
fying the type of bug reports, LDA modeling is used. Given
a list of documents having mixtures of (latent) topics, LDA
tends to determine the most relevant topic of the document.
So, the bug reports are represented as documents, and fed into
the LDA model to be divided into n types. At the end, the
LDA model determines the most relevant type for each bug
report. Each bug type is represented with the probabilities of
each word to be in the type.

Once all the bug reports are labeled with one of the n
types, the developers who have worked on similar types of
bugs are grouped together. Hence, the algorithm in Figure 1 is
proposed for creating developer groups. The GroupDevelopers
procedure of Figure 1 takes the processed bug reports as input.
This procedure keeps the grouped developers in a complex data
structure called bugTypes, as shown in line 2. The outer map of
bugTypes links each type to developers who have contributed
to that specific type of bugs. The inner map connects each
developer name to their contribution frequency on that type
of bugs.

A for loop is defined at line 4 for iterating on the inputted
bug reports. Each iteration of the loop first extracts the bug
report’s type determined by the LDA model. This task is done
by calling a method, GetBugType, as shown in line 5. The
method takes the summary and description of the report, and
returns its type. The GroupDevelopers procedure also extracts
and stores the contributor’s name of each bug report in a Set
of strings named contributors. Here, the contributors refers to
the reporter and fixers of the bug report.

1: procedure GroupDevelopers(List < BugReport >
BugReports)
2: Map< String, Map< String, Integer >> > bugTypes
3: Map< String, Integer > developers, String type
4: for each b ∈ BugReports do
5: type ← GetBugType(b.summary, b.description)
6: Set < String > > contributors
7: developers ← bugTypes.get(type)
8: if developers == null then
9: developers ← new Map< String, Integer >()
10: for each c ∈ contributors do
11: developers.put(c, 1)
12: bugTypes.put(type, developers)
13: else
14: for each c ∈ contributors do
15: if developers.contains(c) then
16: developers.replace(c, developers[c]+1)
17: else
18: developers.put(c, 1)
19: bugTypes.replace(type, developers)

Figure 1: The Algorithm of Developer Group Creation

Next, the procedure gets the list of developers mapped
against the identified bug type (line 7). If no developers are
yet mapped against this type, a new instance of inner map
named developers is initialized (line 8-9). All the contributors
are then populated into the developers map which links each
developer to their initial contribution frequency (line 10-11).
This developers map is then put against the identified bug type
(line 12). On the other hand, if a list of developers is already
mapped against the identified type, another for loop is declared
for updating the developers list (line 14). The loop then checks
whether the developers list already contains the contributors
and updates the contribution frequency of each contributor,
c (line 15-18). Finally, the procedure updates the outer map
bugType with the changed developers list (line 19).
2) **Preference Elicitation:** This step focuses to elicit the bug solving preference of new developers for ensuring their inclusion in the allocated team. When a new developer arrives, the list of most representative words of each bug type is offered to the developer. The chosen bug types are initially considered as the types of bugs the developer can contribute to. So, the developer is then grouped with the developers who have worked on similar bugs determined by the previous step.

B. **New Bug Report Processing**

On arrival of a new bug report \( B \), the type of the report needs to be identified for extracting the developer group to which it can be assigned. The *summary, description* and *severity* properties of the report are extracted and processed. As these property values generally contain irrelevant and noisy terms, pre-processing is done. The processing step includes identifier decomposition based on CamelCase letter and separator character, number and special character removal, stop word removal and stemming. A score for each bug type is computed using (1) similar to [15], as follows-

\[
typeScore(i) = \sum_{w \in B} (\text{Probability}_i(w) \times \text{Distribution}_i(w))
\]

where, \( i \) represents the *i*-th type in the LDA model, \( w \) represents each word in \( B \), \( \text{Probability}_i(w) \) is the probability of \( w \) in the *i*-th bug type, and the distribution of \( w \) in the new bug report is indicated by \( \text{Distribution}_i(w) \). Finally, the bug type which gets the highest score having most similar vocabulary with the new bug report, is determined as the type of the new bug report. Thus, the developer’s group associated with the determined bug type is selected. The top-\( K \) members of this group, who have higher contributions are considered as the developers from which a bug fixing team needs to be allocated.

C. **Developer Collaboration Extraction**

It is mentioned above that bug resolution is a collaborative task. To allocate a team, the collaboration among the developers needs to be considered. So, this step extracts the collaboration among the developers of the identified group. A heterogeneous directed network is constructed from the previous *fixed* bug reports [6]. The four types of nodes include - Bug (B), Developer (D), Component (C) and Comment (T). The eight types of possible relations among these nodes are listed in Table I. For example, Type 1 relationship connects a D node to a B node depicting the developer (D) has worked on the bug report (B). The term *work* refers assignment, report, reassignment, reopening, fixing, verifying or tossing event of a bug. Similarly, Type 4 and Type 5 relations denote that a comment (T) is contained by a bug (B), and a developer (D) has written the comment (T), respectively.

Developer collaboration can be identified by factors such as how frequently two developers contribute to the same bugs and components of the system. Keeping these factors in mind, six types of paths similar to [6] are extracted from the network each of which connects two developers using combinations of the above relation edges. The paths are listed in Table II. For example - ‘D-B-T-D’ represents that a developer (D) has worked on a bug (B), which has a comment (T) written by another developer (D). Similarly, 'D-B-C-B-D' depicts that a developer (D) has worked on a bug (B) of a component (C), having another bug (B), which was worked on by another developer (D).

**TABLE I. EIGHT TYPES OF RELATIONSHIPS AMONG NODES**

<table>
<thead>
<tr>
<th>Type No.</th>
<th>Specification</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>D works on B</td>
</tr>
<tr>
<td>2</td>
<td>B is worked on by D</td>
</tr>
<tr>
<td>3</td>
<td>B contains T</td>
</tr>
<tr>
<td>4</td>
<td>T is contained by B</td>
</tr>
<tr>
<td>5</td>
<td>D writes T</td>
</tr>
<tr>
<td>6</td>
<td>T is written by D</td>
</tr>
<tr>
<td>7</td>
<td>B contains in C</td>
</tr>
<tr>
<td>8</td>
<td>C is contained by B</td>
</tr>
</tbody>
</table>

**TABLE II. SIX TYPES OF DEVELOPER COLLABORATION**

<table>
<thead>
<tr>
<th>Path Type</th>
<th>Collaboration on Path</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Same Bug</td>
</tr>
<tr>
<td>2</td>
<td>Same Bug</td>
</tr>
<tr>
<td>3</td>
<td>Same Bug</td>
</tr>
<tr>
<td>4</td>
<td>Same Component</td>
</tr>
<tr>
<td>5</td>
<td>Same Component</td>
</tr>
<tr>
<td>6</td>
<td>Same Component</td>
</tr>
</tbody>
</table>

D. **Expertise and Recency Combination**

As mentioned before, ignorance of recent activities may result in inactive developer assignment. So, this step adds recency information with the extracted developer’s collaboration. The more recent developers work or comment on a bug, the higher the priority of that developer. For combining the recent activities, the time when the developers collaborate on the bug, is considered. The algorithm in Figure 2 is proposed to compute a score called TAEN score for each developer, by combining the expertise and recency of collaboration.

The **CalculateScore** procedure of Figure 2 takes a complex data structure, named *devInfos* as input. This data structure maps the developers to their identified collaboration information of type *DeveloperCollaboration*.

- **CalculateScore** procedure of Figure 2 takes a complex data structure, named *devInfos* as input. This data structure maps the developers to their identified collaboration information of type *DeveloperCollaboration*.

1: **procedure** **CALCULATESCORE**(*Map* < String, DeveloperCollaboration > *devInfos*)
2: **Map** < String, Double > *devScores*
3: **for** each \( d \in \text{devInfos} \) **do**
4: **for** each path \( e \in d\.sameBugs \) **do**
5: \( \text{ADDSCORE}(\text{path}.firstEdge, \text{BugReport}.date) \)
6: \( \text{ADDSCORE}(\text{path}.lastEdge, \text{BugReport}.date) \)
7: **procedure** **ADDSCORE**(*Edge* \( e \), *Date* \( d \))
8: **if** \( e\.srcNode = D \) **then**
9: \( \text{dev} \leftarrow e\.srcNode \)
10: **else**
11: \( \text{dev} \leftarrow e\.destNode \)
12: **if** \( \text{devScores}.keys\.contains(dev) \) **then**
13: \( \text{devScores} \leftarrow 1/(\text{date} - e\.Date) \)
14: **else**
15: \( \text{devScores}+ \leftarrow 1/(\text{date} - e\.Date) \)

Figure 2: The Algorithm of Expertise and Recency Combination
E. Team Allocation

Finally, for allocating a team consisting of $N$ developers where $N<K$, the technique first checks the severity property of the newly arrived bug report. The severity property refers to how severe the bug is, or whether it is an enhancement request. If the severity value is any of blocker, critical and major [7], the reported bug is considered as one that needs to be handled by existing developers. So, TAEN considers only the top-$K$ contributors and sorts the developers based on their TAEN score. The top scored $N$ developers are allocated as the fixer team.

If the severity value contains normal, minor, trivial or enhancement [7], it can be handled by new developers. In this case, TAEN considers the new developers along with the top-$K$, and counts their current workload (assigned bugs). The $N$ developers with least workload are included in the team. This step ensures bug assignment to new developers based on their bug solving preference. If two developers have the same workloads, the tie is resolved using the TAEN score. When a bug report is fixed by a developer, this contribution is updated in the groups of Subsection III-A. This update ensures incremental contribution enhancement of developers as well as their participation in bug resolution.

For initial assessment of compatibility, TAEN was applied on an open source project, Eclipse JDT [17]. This project was chosen because this has been used for evaluation in various related approaches [15]. Secondly, the bug repository of JDT is available in open source. A total of 2500 fixed bug reports between years 2009 and 2015, and 676 open bug reports between 2015 and 2016 have been collected for experimental analysis of TAEN.

As stated before, TAEN first takes system bug reports in XML format [7]. The summary and description properties are collected from the <short_desc> and <thetext> tags respectively. It then applies LDA on the properties to determine the most relevant type of each bug report. Various techniques are available in the literature for identifying the natural number of topics when applying LDA [15]. The case study divides the bug reports into $n=17$ distinct types, as 17 has already been used as number of topics in Eclipse [15]. The contributors, severity, reporting time, activity properties are also extracted from different XML tags in a similar manner. The contributors are then grouped against the corresponding bug types identified by LDA.

Now, on arrival of new developers, they are presented with the most representative words of each bug type. Table III shows a few top most representative words of bug Type-2 and 11. The table depicts that the representative keywords give an idea about the corresponding type. For example, the enlisted keywords against Type-2 indicates User Interface (UI) related terms as well as bugs. If a developer selects Type-2, the developer is added to the group of developers associated with Type-2 bugs.

<table>
<thead>
<tr>
<th>Type 2</th>
<th>Click</th>
<th>Editor</th>
<th>Select</th>
<th>Display</th>
<th>Dialog</th>
<th>Event</th>
</tr>
</thead>
<tbody>
<tr>
<td>Type 11</td>
<td>Mozilla</td>
<td>Agent</td>
<td>Gecko</td>
<td>Build</td>
<td>User</td>
<td>Windows</td>
</tr>
</tbody>
</table>

IV. Case Study

For comparative analysis, TAEN is compared with a team assignment approach, KSAP [5]. A randomly selected test dataset containing 250 fixed and 30 open bug reports have been used for checking the allocation validity. The experimental analysis allocates a team of $N$ developers, where $N$ is set to 10. The reason behind setting $N$ to 10 is that it is reported that Eclipse bug reports include on average 10 developers contributing [6]. Besides, for ensuring validation consistency between KSAP and TAEN, $K=50$ top most contributors are taken from both techniques for processing of Developer Collaboration Extraction step.

The compatibility of TAEN is evaluated using the following metrics - recall, effectiveness and workload distribution. Recall@$N$ refers to whether the top $N$ allocated developers contain the actual developers who fixed the report. The higher number of actual developers included in the top $N$ places, the more correct the allocation is. The recall is calculated using (2) similar to [6] -

\[
\text{Recall}@N = \frac{\{\text{dev1, dev2, ..., devN}\} \cap \{\text{GroundTruth}\}}{|\text{GroundTruth}|}
\]

Here, \{dev1, dev2, ..., devN\} is the set of $N$ allocated developers, and \{GroundTruth\} refers to the set of actual fixers containing
the reporter, fixer and commenters. Table IV illustrates the average Recall@10 achieved by TAEN and KSAP. TAEN had a higher average recall (68.51) than KSAP. Consideration of both recent and previous activities enabled TAEN to improve the recall from 52.88 to 68.51.

TABLE IV. COMPARISON OF AVERAGE TEAM ALLOCATION RECALL@10

<table>
<thead>
<tr>
<th>Approaches</th>
<th>Average Recall@10</th>
</tr>
</thead>
<tbody>
<tr>
<td>KSAP</td>
<td>52.88</td>
</tr>
<tr>
<td>TAEN</td>
<td>68.51</td>
</tr>
</tbody>
</table>

Effectiveness refers to the position of the first GroundTruth developer in the allocated list. Not all the members of a team generally play similar roles in an assigned task. Therefore, the ranking in the suggested team plays a vital role in determining task division. Approaches that allocate relevant developers at the top of the list are considered more effective. A lower value of this metric indicates higher effectiveness of the allocated list. The values in Table V shows allocation effectiveness of TAEN and KSAP. They also show the percentage of suggesting the first relevant developer at Position 1 to 3. In 66.36% cases TAEN shows the first relevant developer at Position 1 whereas KSAP shows that in only 2.73% cases. The consideration of recent activities enables TAEN to prioritize active developers at top of the list. The percentage of Position 2 and 3 for TAEN is less than KSAP because, TAEN covers most of the cases at Position 1. The last column shows TAEN shows the relevant developers on average near position 1.98 which is lower than KSAP (3.1).

TABLE V. COMPARISON OF AVERAGE EFFECTIVENESS

<table>
<thead>
<tr>
<th>Approaches</th>
<th>Average No. of Cases (%)</th>
<th>Average Effectiveness</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Position 1</td>
<td>Position 2</td>
</tr>
<tr>
<td>KSAP</td>
<td>66.36</td>
<td>7.27</td>
</tr>
<tr>
<td>TAEN</td>
<td>2.73</td>
<td>57.27</td>
</tr>
</tbody>
</table>

In order to validate the task assignment to new developers, current workload among the developers are counted from open bug reports of 2016. The developers who do not have any past history, i.e. they are not grouped under any of the bug types are considered as new developers in the experimentation. The bug solving preference of these new developers is determined by the type of bugs they are currently assigned to. Based on this preference, these developers are initially grouped with one of the bug types. The 30 above mentioned open bug reports are analyzed on both KSAP and TAEN. A partial view of workload distribution among developers preferring bug Type-15 is shown in Figure 3. The bars of Figure 3 clearly show that KSAP assigns no tasks to the 6 new developers plotted at the right end of the graph. However, TAEN successfully allocates the new developers based on their preference.

![Figure 3: Workload Distribution of KSAP and TAEN](image)

For better understanding the variability of task assignment, standard deviation of the workloads is calculated. Standard deviation of a dataset depicts the variability of the data from their mean point. A lower value of this metric represents higher consistency of resource utilization by TAEN.

TABLE VI. COMPARISON OF VARIABILITY IN WORKLOAD DISTRIBUTION

<table>
<thead>
<tr>
<th>Approaches</th>
<th>Average Standard Deviation</th>
</tr>
</thead>
<tbody>
<tr>
<td>KSAP</td>
<td>46.33</td>
</tr>
<tr>
<td>TAEN</td>
<td>30.05</td>
</tr>
</tbody>
</table>

V. Conclusion

Team allocation is generally done from previous fixed reports. Due to ignoring recent activities, these approaches may allocate inactive fixers. Both previous reports and recent commits do not contain any information regarding the newly joined developers. Not considering new developers in the final allocation leads to improper workload distribution. To overcome these limitations, TAEN is proposed, which assigns bugs to both existing and new developers combining the expertise and recency information.

The Bug Solving Preference Elicitation step first determines new developer’s choice of fixing certain types of bugs, and adds them to the group of developers of the chosen type. The New Bug Report Processing step identifies the type of the incoming reports to extract the corresponding grouped developers. Next, the Developer Collaboration Extraction step generates a heterogeneous network from the previous reports to find the collaboration of the extracted developers over the network. The Expertise and Recency Combination step then assigns a TAEN score to each developer based on their collaboration expertise and recency. After checking the severity of incoming reports, the Team Allocation step allocates a fixer team by using TAEN score and current workloads.

For performing a case study on Eclipse JDT, 2500 fixed and 676 open bug reports were collected. A test set of 250 fixed and 30 open bug reports were used for comparison with an existing technique, KSAP. The result shows that TAEN improves recall from 52.88 to 68.51, and achieves increased effectiveness by identifying the correct bug fixer near position 1.98. The results also depict a significant decrease of standard deviation from
46.33 to 30.05 which indicates equal workload distribution. In future, bug reports which are not previously handled by any developers should be observed to check TAEN’s performance.
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